**PRACTICAS DE PYTHON:**

1. **Control de flujo y colecciones**: Se piden dos números, uno menor que 10 y otro mayor que 100. El primer número representa el número de intervalos y hay que calcular los rangos de los intervalos según el segundo número. Por ejemplo: n1 = 4, n2 = 100. Los rangos serían de 0..24, 25..49, 50..74, 75..99.

Después se generan número al azar que no sobrepasen el número n2 y se almacenan en cada intervalo. Luego listar los intervalos con los números que se han recogido.

1. **Funciones**: Comprobar si todos los elementos de una lista son iguales a un número dado. Implementarlo de forma recursiva.
2. **Objetos**: Define una clase **CoordenadaGeo** y las que sean necesarias para que se puedan hacer operaciones con ella, como por ejemplo: calcular las antípodas, a partir de dos coordenadas dadas que define una región (con la esquina sup. Izq e inf. Derecha, comprobar si la coordenada se encuentra dentro o fuera). Imprimirlas en formato: 40º 24’ N, 3º 41’ 15” W

Las coordenadas se crearán así: con dos números reales.

Si Latitud es: 40.24 🡪 indica latitud Norte, si < 0 será Sur.

Si Longitud es: -3.6875 🡪 indica longitud Oeste, si es > 0, será Este.

madrid = coordenadaGeo(40.4, -3.6875)

print('Madrid', madrid)
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1. **Acceso a Web**:

A partir de esta URL:

http://maps.googleapis.com/maps/api/geocode/json?address=**madrid**&sensor=false&language=es

Google nos devuelve una estructura en formato JSON, se trata de acceder a esta dirección con la ciudad que queramos, ver lo que devuelve y después convertirlo a formato json, se puede utilizar:

***import json***

***dic = json.loads(contenido\_leido\_de\_la\_URL)***

*Nos devuelve un diccionario anidado con listas, nos interesa el campo* ***location*** *con* ***lat*** *y* ***lng****.*

*Codificar el programa en una clase y un método que reciba la ciudad y nos devuelva las coordenadas de la ciudad. Utilizar las clases anteriores.*

***# Tener en cuenta que la cadena que nos devuelve viene en formato bytes, la cadena se precede de una b, utilizar la función decode(‘utf-8’) para pasarlo a Unicode.***

*![](data:image/png;base64,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)*

1. **Objetos**: Implementar una jerarquía de clases que nos permita representar figuras en 2D y en 3D, las operaciones que queremos tener son sencillas. Para 2D cálculo de áreas y para 3D cálculo de volúmenes. Todas las clases dispondrán de un método visualizar() que mostrará los datos de cada figura. Trabajar con Circulo, Cuadrado, Triangulo, Cubo y Cilindro. Trabajar a distintos niveles definiendo listas de Figuras, de Figuras2D y Figuras3D.
2. **Polimorfismo**: Se trata de implementar una clase Personal que gestiona todos los empleados de una empresa. Dentro de la empresa tenemos distintos perfiles: Director, Administrativo y Jefe de Proyecto. En común se almacena el nombre, apellidos, código de empresa y sueldo. A parte cada perfil añade más información, en el caso del Administrativo dispone de dos pagas extra. El jefe de proyecto, tiene su sueldo base y una parte variable: incentivos. El director tiene el sueldo base, una paga de beneficios y unos objetivos.

El cálculo del nuevo sueldo se hace según una tabla de baremos. Por ejemplo:

* + **IPC: %**
  + **extras: ± %**
  + **objetivos: ± importe en €**
  + **incentivos: ± importe en €**

. ¿Qué relaciones hay entre las clases y que tipo de relación?

**Desde el módulo main podríamos hacer algo así:**

**P = Personal ()**

**p.añadir(unEmpleado)**

**p.darDeBaja(codigo) // No se elimina físicamente se pone una marca. Devuelve true si lo ha encontrado.**

**p.listar() // Muestra la información de TODOS los empleados con todos sus datos. Podemos indicar los que están de baja con un \*.**

**p.subirSueldo(Tabla\_baremos)**